You code will play a game called CaptureMe.   CaptureMe is a game similar to Reversi or Go. The rules for this game are a little different from GO or Reversi so please read the rules below carefully.

the CaptureMe.cpp file should contain:

1. main() function

2. CheckLine function

3. PlacePiece function

4. InitializeBoard function

5. DisplayBoard function

You will need to develop and implement an algorithm to solve the problem. Include the common case and most special cases in the algorithm and implementation. You must implement all special cases including those special cases that involve inputs of incorrect data type.

The Game of CaptureMe is a strategy oriented board game with the following rules:

1.     The game begins on a board of N squares by N squares.   N must be at least 8 and N must be even,

2.     The game is played by two players using circular game pieces that are placed on the squares of the board. One player uses white game pieces; the other player uses black game pieces.

3.     White moves first.

4.     The game ends when of the condition below is true

When a player plays 0 game pieces and their opponent also plays 0 game pieces

5.     The initial board will be set up as follows
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6.     When a player places a game piece on the board it MUST trap at least one of their opponent’s game pieces.  To understand when a piece is trapped we must think of the board in terms of ‘lines’. A line must be straight, but may be horizontal, vertical or diagonal.

a. To trap an opponent’s piece there must be one of your pieces on each side of the piece within a particular line. For example placing a white piece on the blue square in the board above would trap one black piece between two white pieces in a horizontal line.

b.You may trap any number of your opponent’s pieces in a single move. To trap more than one of your opponent’s pieces your opponent must have more than one adjacent piece in a line.  Some examples are shown on the board below. If it is white’s move, the X’s show two possible squares where a white piece could be placed to trap two black pieces in a row along a diagonal line. If it is black’s move the Y shows where a black piece could be placed to trap 4 white pieces in a horizontal row.  In some cases it may be possible to trap opponent’s pieces along more than one line with a single move. An example of this is shown on the board below. Assume that it is black’s turn and black has chosen to place a black piece on the square indicated by the Z. This move traps 1 piece along a vertical line and 1 piece along a diagonal line.

![Description: Description: Description: image005](data:image/jpeg;base64,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)

7.     When a player makes a move they must place zero, one, or two pieces on the board.  Each piece placed on the board must trap an opponent’s game piece.

a.      If it is not possible to trap an opponent’s game piece along a horizontal line or along a vertical line (your program needs to check this and end the turn if necessary) then the player places zero game pieces on the board and ends their turn.

b.     If it is possible to trap an opponent’s game piece along a horizontal line or along a vertical line then the player must try to play their first game piece.  If the player does not trap two or more of their opponent’s pieces when they play their first game piece the player’s turn is over.

c.      If the player traps two or more of their opponent’s game pieces along a horizontal line or along a vertical line when they place their first game piece on the board then the player may choose to place a second game piece on the board.  If the second game piece is placed it MUST be placed so that it traps at least one opponent’s game pieces along a diagonal line.

8.     Immediately after a game piece has been placed on the board ALL trapped opponent’s game pieces will be “captured”.   This includes game pieces trapped in ALL possible directions (horizontally, vertically, or diagonally). When a game piece is captured the color of the game piece is changed.  In the examples above the black game pieces trapped by placing the new white game pieces on one X would become white game pieces or the white game pieces trapped by the new black game piece places on the Y would be changed to black game pieces.

**Your main program should**

***1.***     Declare an array myCaptureMeBoard[MAX\_ARRAY\_SIZE][MAX\_ARRAY\_SIZE] as a local automatic variable in the main program.  MAX\_ARRAY\_SIZE should be a declared constant with global scope and with a value 24.

2.     Prompt for and read the size of the board (***numRowsInBoard*).**Use the following prompt

***Enter the number of squares along each edge of the board***

***a)***     Check the  board size entered by the user.

The correct range for board size is***8 <= numRowsInBoard <= 24,  numRowsInBoard*** must be even***.***If the board size is not valid one of the following error messages should be printed

***ERROR:  Board size too large***

***ERROR:  Board size too small***

***ERROR:  Board size odd***

***ERROR:  Board size is not an integer***

***b)***     If the user enters an invalid value or a value that is out of range, tell the user what legal values are by printing the message

***8 <= number of squares <= 24***

and reprompt for and reread a new value. Read the value a maximum of 3 times, if the value is still  invalid or out of range print the message below and terminate the program.

***ERROR:  Too many errors entering the size of the board***

***3.***     Initialize the game board using the***InitializeBoard***function.

a)     Declare the array to hold the game board  in the main program

b)     Do not initialize the array in the main program

***c)***      If the board does not initialize correctly (***InitializeBoard*** returned false) print the error message below and then terminate the main program

***ERROR:  Could not initialize the game board***

***4.***     Print the initial board to the screen using the ***DisplayBoard***funtion

***5.***     Check to see that the board displayed correctly (***DisplayBoard*** returned true)

***a)***     If the board does not display correctly print and error message and continue

***ERROR:  Could not print the game board***

6.     For each turn

a)     Check if the player can play their first piece by calling function IsMove.   If funtion IsMove returns false then there is no available move.

b)     If there is not possible square on which the player can place their first game piece (your program should check this) print one of the following messages.

***White is unable to move***

***Black is unable to move***

**c)**      If the player can place their first game piece on the board print one of the following single line message to the screen

***White takes a turn***

***Black takes a turn***

d)     Give the player three attempts to select a legal square to place their first game piece on.  If the player does not select a legal square in three tries he forfeits his turn. If the player forfeits their turn print one of the following messages

***White has forfeited a turn***

***Black has forfeited a tur***n

e)     For each attempt at placing the first game piece on the game board

                                     i.     If three attempts to make a legal move have already failed forfeit the turn.(print one of the messages in c) then go to step xi

                                   ii.     Request the number of the square on which the player wishes to place his piece. The number of the square will be displayed on the gameboard. For example the initial gameboard for an 8x8 board would be like that shown below. The square number of the square is shown for each empty square. W is shown for each white piece. B is shown for each black piece.

***0   1   2   3   4   5   6   7***

***8   9  10  11  12  13  14  15***

***16  17  18  19  20  21  22  23***

***24  25  26   W   B  29  30  31***

***32  33  34   B   W  37  38  39***

***40  41  42  43  44  45  46  47***

***48  49  50  51  52  53  54  55***

***56  57  58  59  60  61  62  63***

When requesting the number use the prompt

***Enter the square number of the square you want to put your first piece on***

                                 iii.     If the chosen square is not on the board print the error message below and continue to the next attempt at a legal mover (this attempt was not legal)

***ERROR:  that square is not on the board.***

***Try again***

Go back to step i.

                                 iv.     If the chosen square  is already occupied,  print an error message below and continue to the next attempt at a legal move (this attempt was not legal)

***ERROR:  that square is already occupied***

***Try again***

Go back to step i

                                   v.     Attempt to place the first piece by calling function ***PlacePiece***. If ***PlacePiece***returns false go back to step i.  (this attempt was not legal)

f)      If the first piece captured two or more of the opponents pieces, ask the player if they wish to play a second piece.  If the player is not eligible to play a second piece or does not wish to play a second piece then go to step v.  Check if there is a legal move (using IsMove).  If there is no legal move go to step 7, Otherwise.

                                          i.     Request (Request a maximum of 3 times) the number of the square on which to place the second piece using the prompt

***Enter the square number of the square you want to put your second piece on***

                                        ii.     If the chosen square is not on the board print the error message below and continue to the next attempt at a legal move (this attempt was not legal)

***ERROR:  that square is not on the board.***

***Try again***

                               Go back to step i.

                                      iii.     If the chosen square  is already occupied,  print an error message below and continue to the next attempt at a legal move (this attempt was not legal

***ERROR:  that square is already occupied***

***Try again***

                               Go back to step i

                                      iv.     Attempt to make a move by calling function ***PlacePiece***. If ***PlacePiece***returns false go back to step i.  (this attempt was not legal)

                                        v.     If ***PlacePiece*** returns true, print the board to the screen using the***DisplayBoard***funtion

***1.***  Check to see that the board displayed correctly (***DisplayBoard***returned true)***.***If the board does not display correctly print and error message and continue

***7.***     Go to step 6 and let the opponent take a turn

***8.***     Terminate the program if the maximum number of turns have been taken (N2)  or if both players are unable to move.   When the game finishes print the messsages

***GAME OVER***

***Please enter any character  to close the game window***

Then wait till the player enters a character, then terminate the program.

**Your function *InitializeBoard* should**

1.     Have the prototype

***bool InitializeBoard(int  CaptureMeBoard[MAX\_ARRAY\_SIZE][MAX\_ARRAY\_SIZE],  int numRowsInBoard );***

2.     ***InitializeBoard***  will fail (return false)  if the numRowsInBoard is out of range or if an unallocated dynamic array is passed to the function.

3.     The meanings of the values that will be placed into the CaptureMeBoard when it is initialized  are

a)     0 in an element of***CaptureMeBoard*** indicates there is no game piece on the square

b)     1 in an element of ***CaptureMeBoard*** indicates there is a white game piece on the square

c)     2 in an element of ***CaptureMeBoard*** indicates there is a black game piece on the square

4.     Begin by initializing the CaptureMeBoard to be an empty board

5.     Place the first four tiles on the center 4 squares of the board. (see the example in the example of the rules at the start of this lab)

6.     For example after initialization a 8X8  or 10X10 board would have the following values in the array ***CaptureMeBoard***

***0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0***

***0   0   0   1   2   0   0   0***

***0   0   0   2   1   0   0   0***

***0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   1   2   0   0   0   0***

***0   0   0   0   2   1   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

***0   0   0   0   0   0   0   0   0   0***

**Your function *DisplayBoard* should**

1.     Have the prototype

***bool DisplayBoard( int CaptureMeBoard[MAX\_ARRAY\_SIZE][MAX\_ARRAY\_SIZE],***

***int numRowsInBoard);***

2.     The meanings of the values tin the CaptureMeBoard are

a)     0 in an element of***CaptureMeBoard*** indicates there is no game piece on the square

b)     1 in an element of ***CaptureMeBoard*** indicates there is a white game piece on the square

c)     2 in an element of ***CaptureMeBoard*** indicates there is a black game piece on the square

3.     Step through the ***CaptureMeBoard***array

a)     For the nonzero elements of the ***CaptureMeBoard***

                                i.     Print a B if a there is a black game piece on the square (CaptureMeBoard element = 2)

                              ii.     Print a W if there is a white game piece on the square (CaptureMeBoard element =1)

b)     For zero elements (empty squares) of CaptureMeBoard print the square number

                                i.     An example of the square numbers for a 8x8 board is given above (in the discussion of the main program), here is an additional example for a 10x10 board

***0   1   2   3   4   5   6   7   8   9***

***10  11  12  13  14  15  16  17  18  19***

***20  21  22  23  24  25  26  27  28  29***

***30  31  32  33  34  35  36  37  38  39***

***40  41  42  43  44  45  46  47  48  49***

***50  51  52  53  54  55  56  57  58  59***

***60  61  62  63  64  65  66  67  68  69***

***70  71  72  73  74  75  76  77  78  79***

***80  81  82  83  84  85  86  87  88  89***

***90  91  92  93  94  95  96  97  98  99***

c)     Each number or character should be printed in a field 4 characters wide

**The provided function *CheckLine***

1.     Has the prototype

***bool CheckLine( int CaptureMeBoard[MAX\_ARRAY\_SIZE][MAX\_ARRAY\_SIZE], int numRowsInBoard,***

***int player, int squarePlayed, int xDirection, int yDirection, int& captured );***

2.     Begins at a square indicated by the ***squarePlayed*** (the place the player is trying to put his piece this turn).  The value of ***squarePlayed*** will be the square number as displayed in the***DisplayBoard*** function. The value of ***squarePlayed*** should be translated to the location in the ***CaptureMeBoard***array (the indices x and y in CaptureMeBoard[x][y] ).

3.     The values o***f xDirection*** and ***yDirection*** will indicate which direction to check for possible ‘trapping’ of opponents pieces.  If the piece is being placed at location (x,y) in the board (row x, column y)  then we can check in any one of eight directions. If***xDirection=1***and ***yDirection=0*** you are checking along a horizontal line toward the right. If ***xDirection = 0***  ***yDirection =*** -1 you are checking along a vertical line to the bottom.  If***xDirection*** = -1 and ***yDirection***-=1 then your are checking along a diagonal line upwards and to the left. Etc.

4.     The value of ***player***is 1 if this is a white player’s turn, and 2 if this is a black player’s turn.

5.     If the first square in the selected direction is empty, return false

6.     If the first square in the selected direction contains one of the player’s pieces, return false

7.     If the first square int the selected direction contains one of the ooponent’s pieces then we must consider addition squares further along the line in the same direction. For each successive square along the line in the direction being considered

a. if the square is empty return false.

b. If the square contains an opponent’s piece continue to the next square along the line

c. If you reach the edge of the board without finding one of the player’s pieces return false

d. If the square contains one of the player’s pieces then

                                          i.     Change each of the trapped opponent’s pieces to player’s pieces by changing the value in the CaptureMeBoard array

                                        ii.     Increment the value of captured for each piece that was captured (argument captured)

                                      iii.     Return true

**Your function *PlacePiece* should**

*1.*    Have the prototype

***bool PlacePiece(int CaptureMeBoard[MAX\_ARRAY\_SIZE][MAX\_ARRAY\_SIZE], int numRowsInBoard,  int player, int squarePlayed, int whichPiece, int& numberCaptured );***

2.     Begin at a square indicated by the ***squarePlayed*** (the place the player is trying to put a piece this turn).  The value of ***squarePlayed*** will be the square number as displayed in the***DisplayBoard*** function. The value of ***squarePlayed*** should be translated to the location in the ***CaptureMeBoard***.

3.     If whichPiece indicates the first piece is being played, then  make four calls to ***CheckLine***for horizontal and vertical lines.

a)     If any of the calls to CheckLine returns true then the chosen square is a square into which the piece may be placed.

                                          i.     Place the piece on the board

                                        ii.     Determine how many of the opponent’s game pieces will be captured.  It is possible the trap opponent’s pieces in more than one direction when placing a single piece on the board. To determine the number of pieces captured you must consider all directions (including diagonal directions).  The number of captured pieces is recorded in numberCaptured and sent back to the calling program.   The number captured includes all pieces captured in all directions.

                                      iii.     Change the colour of all the trapped pieces  (this is actually done in CheckLine)

                                      iv.     Print a line of text to the screen that says either

***White has placed the first piece***

***Black has placed the first piece***

                                        v.     return true

b)     If none of the the four calls to ***CheckLine*** for horizontal and vertical lines returns true then the move is not a valid move

                                          i.     Print a line of text to the screen that says

***Illegal move***

                                        ii.     Return false

4.     If whichPiece indicates the second piece is being played then make four calls to***CheckLine*** for diagonal lines

a)     If any of the calls to CheckLine returns true then the chosen square is a square into which the piece may be placed.

                                          i.     Place the piece on the board

                                        ii.     Change the colour of all the trapped pieces  (this is actually done in CheckLine)

                                      iii.     Print a line of text to the screen that says either

***White has placed the second piece***

***Black has placed the second piece***

                                      iv.     Return true

b)     If none of the the four calls to ***CheckLine*** for diagonal lines returns true then the move is not a valid move

                                          i.     Print a line of text to the screen that says

***Illegal move***

                                        ii.     Return false

Use dynamic allocation of the arraymyCaptureMeBoard[] in the main function. Main program should dynamically allocate the array after the size of the board has be successfully read (instead of statically allocating the array using a declaration)

***bool InitializeBoard****(int\*\* CaptureMeBoard,  int numRowsInBoard );*

***bool PlacePiece****(int\*\* CaptureMeBoard, int numRowsInBoard,  int player, int squarePlayed,* *int whichPiece, int& numberCaptured);*

***bool DisplayBoard****( int\*\* CaptureMeBoard,  int numRowsInBoard);*

***bool CheckLine****( int\*\* CaptureMeBoard, int numRowsInBoard, int player, int squarePlayed, int xDirection, int yDirection, int& captured)*